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ABSTRACT 
Most research regarding innovation in open source software 
communities pertains to identifying supporting conditions for 
promoting code contribution as a way to innovate the software.  
Instead, this paper seeks to identify social and technological 
affordances of new feature request systems and their potential to 
support open innovation through integration of peripheral 
community members’ ideas for advancing the software.  Initial 
findings from the first of a planned study of multiple open source 
software communities are presented to identify attributes of 
effective participation architectures. 

Categories and Subject Descriptors 
H.5.3 [Information Interfaces and Presentation]: Group and 
Organization Interfaces – collaborative computing, computer-
supported cooperative work, organizational design. 

General Terms 
Design, Management 

Keywords 
Open innovation, Free and open source software, Participation 
architectures, Organizational studies. 

1. INTRODUCTION 
New feature request systems in Free and Open Source Software 
(FOSS) projects provide a key method for users to request 
community developers to make changes to the software.  The 
extent to which new feature requests enable users to represent and 
generate support for their ideas has implications for project 
sustainability and open innovation.  Much has been written about 
the coordination of work among distributed developers in FOSS 
projects [2, 5–7].  The process is well established, relying on code 
modularity to reduce coordination needs among developers and 
tools such as the mailing list, bug reporting tools, IRC and code 
repositories to maintain awareness and provide group transactive 
memory.  These characteristics enable developers to heedfully 
interrelate [15] while working on selected portions of the code 

base largely independently to produce a major code release.  
However, little is known about how to support heedful 
interrelating between outsiders and (mainly technical) community 
members during the process of requesting community developers 
to make enhancements to the software.  

2. THEORETICAL BACKGROUND 
2.1 Models of Open Innovation 
Gassmann & Enkel [4] provide three models describing how 
knowledge flows within open innovation.  Inside-out innovation 
applies when ideas developed internally to the firm are made 
innovative through the externalization of that knowledge and sale 
of Intellectual Property (IP).  Outside-in innovation occurs when 
firms’ integrate knowledge from suppliers and customers.  A 
coupled process combines both outside-in and inside-out forms of 
innovation.  Spaeth et al. [14] use the term “push model” to 
describe a variant of outside-in innovation that derives from 
unsolicited knowledge sharing by stakeholders outside the firm. 
For example, in IBM’s open sourcing of the Eclipse integrated 
development environment, code contributions from outside 
contributors provided key software innovations [14].  Push 
models of open innovation in open source software have focused 
on contingencies supporting code contributions, such as the role 
of the development process [12, 18]; project governance 
structures [13, 17]; software architecture [1, 9], or business 
strategy [16].  This study takes a different perspective, 
investigating a push model of open innovation via new feature 
requests from persons requesting community developers to make 
enhancements to the software. 

Participant architectures are “the socio-technical framework that 
extends participation opportunities to external parties and 
integrates contributions” [17, p. 146].  They enable varying 
degrees of openness which in turn are positively related to 
sustaining and growing an innovation community [17]. This paper 
presents preliminary findings pertaining to the research question: 
Can we identity technological affordances of participation 
architectures that support a community of innovation, given that 
this requires the participation by outsiders in an existing system of 
heedful interrelating between (mainly technical) community 
members?    

2.2 Heedful Interrelating in Open Innovation 
Designing a participant architecture to support open innovation 
must address the challenge that in diverse communities, 
knowledge is ‘stretched across’ participants, rather than shared 
between them [8].  Therefore, it must facilitate the process of 
distributed cognition.  Heedful interrelating as a lens enables a 
finer grained analysis of the distributed cognition process, a.k.a. 
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collective mind, helping elucidate the conditions that support it.  
To heedfully interrelate to enact collective mind requires one 
heedfully represent and subordinate their contributions, “a heedful 
contribution enacts collective mind as it begins to converge with, 
supplement, assist, and become defined in relation to the 
imagined requirements of joint action presumed to flow from 
some social activity system” [15, p. 365].  Therefore, any 
participation architecture must consider factors that influence the 
ability to act heedfully to represent knowledge within the current 
state of the social activity. 

2.3 Affordances Supporting Heedful 
Interrelating 
Majchrzak. et al. identity affordances of social media technology 
– “the action potential that can be taken given a technology” [10, 
p. 39] – that have the potential to support communal online 
knowledge sharing. These affordances are closely related to the 
roles and key practices of heedful interrelating shown in Table 1.  

Table 1. Mapping affordances of social media for online 
communal knowledge sharing to heedful interrelating  

Affordance 
[10] Definition [10] 

Application to 
Heedful 

Interrelating 

Metavoicing 

Adding metaknowledge 
to the content that is 
already online.  
Metavoicing can take 
many forms including 
retweeting, voting on a 
posting, commenting on 
someone’s post, voting 
on a comment, “liking” a 
profile, etc. [p. 41]     

Becoming aware of 
others’ participation 
in the community.   

Triggered 
Attending 

Engaging in the online 
knowledge conversation 
by remaining uninvolved 
in content production or 
the conversation until a 
timely automated alert 
informs the individual of 
a change to the specific 
content of interest [p.42].   

Understanding 
when a task, debate, 
or decision requires 
your specific 
participation. 

Network-
Informed 

Associating 

Engaging in the online 
knowledge conversation 
informed by relational 
and content ties [p. 44].   

Understanding who-
knows-what so you 
can refer others to a 
knowledgeable 
source /collaborator. 

Generative 
Role-Taking 

Engaging in online 
knowledge conversation 
by enacting patterned 
actions and taking on 
community-sustaining 
roles in order to maintain 
a productive dialogue 
among participants [p. 
45]. 

Adopting a specific 
role (e.g., facilitator 
or champion) or 
process to maintain 
dialogue among 
participants.   

Although designated for social media the definition is broad 
enough to be applicable to the new feature request process in 
FOSS which typically involves use of bug reporting tools and 

mailing lists for documenting and sharing knowledge related to a 
requests’ worthiness and technical feasibility.  

2.4 Technology Affordances and Constraints 
Theory (TACT) 
Technology affordances and constraints theory [11] takes a non-
deterministic approach to the study of technology.  While 
technologies have features such as the ability to vote on an idea, 
that does not mean the feature will achieve the desired effect of 
gathering input from a wide variety of users.  To understand the 
ability to achieve a desired outcome, one must look at the 
relationship between people and technology as it is this 
relationship that either affords or constrains an organization from 
achieving a desired goal.  The method, data collection and 
analysis process for this study therefore examines affordances, 
constraints on action, and outcomes.  

3. METHOD AND DATA COLLECTION 
Given the exploratory nature of this study a qualitative study 
using ethnographic methods was employed.  The sample consists 
of one open source software project although the study of 
additional communities is planned.  The project was chosen 
because there was evidence of users submitting new feature 
requests and the community welcoming new feature requests.  
The project employs a deployment business model meaning while 
the code is free users are willing to pay support, subscription, and 
professional services to maintain and customize the software [3].  
The majority of development is done by paid developers at 
software companies and some of the institutions using the 
software.  The project would be considered relatively small based 
on lines of code and users. 
Firstly, new feature requests submitted via the open community 
bug reporting web-platform were analyzed over several months. 
WIKI articles, and IRC and mailing-list communications were 
sampled – this analysis was related to the success or failure of 
new feature requests submitted via the web platform. This 
analysis permitted enculturation in community practices and 
allowed channels for user participation to be identified. Interviews 
were conducted with five core community members who were 
well-indoctrinated into community practice around the new 
feature request process.  Four of the interviews were with user 
representatives and one was with a developer from a software 
company.  Three of those interviewed were elected members of 
the governing board.   Interviews were semi-structured lasting 
between 38 minutes and 1 hour and 10 minutes.  Data were 
analyzed to identify how the technology afforded heedful 
interrelating as described in table 1.   

4. FINDINGS 
As part of the process for submitting a new feature request 
participants are to propose their idea on the mailing list or IRC to 
identify whether it has already been discussed and is being 
worked on and gauge support for the idea.  The mailing list and 
IRC are primarily text-based. 

While it is recommended to address the request to the mailing list 
or IRC first, one may submit the idea directly to the bug tracker 
for inclusion on the wishlist by setting it as wishlist importance 
themselves or another community member does it.  The wishlist is 
hosted on Launchpad which is also primarily text-based.  In this 
system items are designated an importance, status, assignee, and 



milestone.  Additional metadata is captured such as the reporter, 
number, title, last update and heat.  Users can comment on an 
item, increase the heat by stating whether it affects them, add 
attachments, tag it, or choose to subscribe to the item.    

Analysis showed that the participation architecture needed to 
support two processes for a new feature to be implemented, 
gaining support and identifying resources to implement.  There 
were five factors related to generating support: affects a 
community member’s institution; overall effect on the 
community; effect on maintainability of software; social capital of 
the requester; knowledge availability to flesh out request.  There 
were six factors related to obtaining resources for implementation: 
relates to a developer’s existing work; relates to a developer’s 
skill set; opportunity to build a developer’s reputation in 
community; opportunity to build a developer’s resume; time 
available; funding to support development.  

Broadly speaking, two types of new feature requests could 
eventually be implemented using the new feature request system, 
small and large requests, and the methods for getting a request 
implemented varied.  Although large feature requests typically 
involved obtaining funding from one’s institution or convincing 
other institutions to pool funding to contract to a software support 
company to implement the request, smaller requests could happen 
in a number of ways.   

In the case of small requests, sometimes identifying resources was 
all that was necessary -- and a little serendipity.  For example, one 
respondent described a fortunate circumstance of having a small 
change implemented after talking to developers on IRC: 

I brought up hey, wouldn’t it be great if, like I was thinking I 
was going to try and add this feature that I think my users 
would like.  Does it make sense to you developers?  This was 
in the IRC channel and then like “oh, we don’t have that little 
bit of data display, hold on.  Oh yeah, here’s the code, now it 
displays.”   

In another case, generating support and identify resources was 
done by calling in favors: 

Going behind the scenes and working to get things done on a 
favor basis that happens a fair bit and it is usually for fairly 
small things.  I have some good friends among the developers 
in the community.  I’ve actually gotten them to work on a 
number of things for me over the years. 

One respondent described the Launchpad tool as providing means 
for generating support and identifying resources:  

So this is an expression at any place and time of some of the 
things that are going on in the community.  Whether I am a 
developer looking at it trying to address some of those things 
and move the community along, or whether I am funder 
looking and it and I have some funding and yes that’s exactly 
what I want, here’s $5 and so on and so forth. 

While the Launchpad tool appeared to provide functionality 
related to generating support with the notion of heat and ability to 
provide comments, it did not seem a viable way to do that.  One 
respondent said heat was not used in any formal way to assess 
importance of the requests and examination of the wishlist 
requests showed it as not being related to importance in 
implementing wishlist requests.  Another respondent said she did 
not use Launchpad and communicated mainly through the mailing 

list because she did not feel she had the knowledge to participate 
in the technical discussions going on there.   

A number of feature requests in Launchpad sat in limbo for an 
extended period of time.  When one respondent was asked why, 
his response was that the wishlist acts as “blue sky” and the most 
critical advancements will “bubble up to the surface.”  However, 
another community member didn’t see it that way:  

And, institutions that put in a wishlist but don’t have funding 
associated with it to work on it is not terribly likely to ever 
happen.  In my experience if somebody puts in a wishlist and 
has the funding to do it, it happens fairly quickly.   

All of this points to a lack of online communal knowledge sharing 
in the Launchpad tool regarding the two main functions of the 
participation architecture, generating support and identifying 
resources.   

5. DISCUSSION 
The wishlist contained in the Launchpad tool did not support 
heedful interrelating well for generating support and identifying 
resources.  There was not much online communal knowledge 
sharing and the notion of the tool supporting the ideas “bubbling 
up” did not occur often.  This section presents examples of why in 
terms of the affordances for online communal knowledge sharing 
presented in Table 1. 

5.1 Metavoicing 
While the wishlist had the technical feature of allowing tagging it 
was hit or miss as to its ability to organize items and maintain 
awareness of already requested features.  One respondent said 
regarding tagging: 

Sometimes they are a convenient shortcut to see if something 
has already been filed.  Unfortunately not everybody uses the 
tags consistently. 

On the other hand with regard to managing technical 
implementation the community had a well-established pattern of 
applying the “pull-request” tag when code needed to be added to 
the baseline for testing.   

5.2 Triggered Attending 
Maintaining awareness of items on Launchpad items in order to 
provide feedback was mainly a manual process which involved 
reading the mailing list and IRC logs and subscribing to email 
updates and searching for items of interest.  In discussing with a 
user representative how he knows when to provide feedback he 
said he signed up for email mailings for all bugs as triggered 
attending in terms of identifying specific items of interest was not 
adequately provided by the Launchpad tool: 

I read each one of them, yeah.  Ultimately it’s part of my job 
to keep track of the software for my organization so I need to 
chime in where things may potentially affect us.   

5.3 Networked Informed-Associating 
Identifying developer resources and generating support relies on 
finding out who knows what.  One respondent when asked about 
how well the new feature request process worked said: 

For an organization considering the software or somebody 
who has been using the software but isn’t deeply tied into 
some of the existing communication channels or who doesn’t 
know some of the individuals who’ve spearheaded a 



development, rather who they are, my perception is that it 
could be much more of a challenge for them to figure out how 
to get started with, you know, with taking their idea and 
getting somebody to write the code for it, to write the 
documentation for it, and to get it folded it into the software. 

5.4 Generative Role-Taking 
With regard to identifying resources, at times a wishlist item 
would sit in limbo with a developer assigned with little or no 
progress taken on implementing the feature.  The community had 
no formal process for moving progress along on these items; one 
respondent described the process this way: 

And so it becomes in form a little of a creative approach, 
some of the networking within the community besides mailing 
list and IRC, so coming together at the annual conference, 
that sort of thing, provides an opportunity to get some of the 
stuck bugs unstruck, if you will.  So, for the most part, all of 
that is quite informal. 

6. CONCLUSION 
This paper presents an approach to analyzing how the technical 
affordances of a new feature request system afford or constrain 
participation by outsiders in an existing system of heedful 
interrelating between (mainly technical) community members.  
Examples were presented in terms of social media affordances to 
support online communal knowledge sharing.  Preliminary 
findings suggest that the new feature request system does not 
support heedful interrelating during the two main tasks 
participants need to accomplish to have a new feature 
implemented which were generating support and identifying 
resources.  This has implications for the new feature request 
system to enable open innovation as only those who can spend 
copious amounts of time monitoring and participating on the 
mailing list, IRC, and wishlist can hope to develop the 
connections within the community to generate support and 
identify resources necessary to have an idea implemented.   
The analysis presented here is a first step in a wider study that 
will also identify community roles and processes needed to 
support technology affordances.  It will include multiple open 
source software communities with different business models for 
the dual purpose of: 1) aiming for a sample that achieves 
maximum variation and 2) considering the potential effect 
business model may have on instantiation of participation 
architectures.   
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